**Title**: To use **Midpoint Ellipse Drawing Algorithm** to draw an ellipse.

**Objective**:

1. To implement the Midpoint Ellipse Drawing Algorithm.
2. To evaluate how well the algorithm approximates an ellipse with pixels.
3. To analyze the efficiency and speed of the algorithm.
4. To visualize and display ellipses with varying parameters.

**Theory:**

An ellipse in a 2D plane is defined as the set of all points for which the sum of the distances to two fixed points (the foci) is constant. In computer graphics, similar to line drawing, we cannot directly render a perfect ellipse due to the discrete nature of pixels. Instead, we approximate the ellipse by determining and illuminating the closest pixels that best represent its elliptical path. The equation of an ellipse centered at the origin (0,0) with semi-major axis a and semi-minor axis b is given by (x/rx)2 + (y/ry)2 = 1.

In graphics programming, the output screen acts as a coordinate system with the origin (0, 0) at the top-left corner. The x-coordinate increases to the right, and the y-coordinate increases downward. The Midpoint Ellipse Drawing Algorithm (MEDA) is an efficient method to compute the pixel coordinates that form an ellipse. It utilizes integer calculations to minimize computational overhead and ensures smooth, visually appealing ellipses by deciding the optimal pixels to activate based on the ellipse's curvature.

The initial coordinates are (0,ry).

For region 1:

The initial decision parameter is P10 = ry2 - rx2ry + (1/4)\*rx2

If P1k < 0, the next pixel is at (xk + 1, yk).

P1k+1 = P1k + 2ry2xk+1 + ry2

If P1k ≥ 0, the next pixel is at (xk + 1, yk - 1).

P1k+1 = P1k + 2ry2xk+1 – 2rx2yk+1 + ry2

For region 2:

The initial decision parameter is P20 = ry2 (x0 + 1/2)2 + rx2(y0 - 1)2 - rx2ry2

If P2k < 0, the next pixel is at (xk + 1, yk - 1).

P2k+1 = P2k + 2ry2xk+1 – 2rx2yk+1 + rx2

If P2k ≥ 0, the next pixel is at (xk, yk - 1).

P2k+1 = P2k + 2ry2xk+1 + rx2

Using functions like `putpixel(x, y, color)` in C, MEDA allows us to render ellipse by illuminating the appropriate pixels on the screen, producing a precise and performance-friendly ellipse drawing.

****Midpoint Ellipse Drawing** Algorithm:**

1. Start
2. Declare variables xc, yc, rx, ry, x0, y0, p1k+1, and p2k+1
3. Read values of xc, yc, rx, and ry
4. Initialize the x and y i.e. set the co-oordinates for the first point on the circumference of the ellipse centered at the origin as :  
    x0 = 0;

y0 = r;

1. Calculate the initial decision parameter in region 1 as :  
    p10 = ry2 - rx2ry + (1/4)\*rx2 ;
2. At each xk position, starting from k = 0, for region 1.

If p1k < 0

xk+1  = xk  + 1

yk+1  = yk

p1k+1 = p1k + 2ry2xk+1 + ry2

else

xk+1  = xk  + 1

yk+1  = yk  - 1

p1k+1 = p1k + 2ry2xk+1 – 2rx2yk+1 + ry2

and continue until 2ry2x ≥ 2rx2y

1. Calculate the initial decision parameter in region 2 using the last point (x0, y0) calculated in the region 1 as

p20 = ry2 (x0 + 1/2)2 + rx2(y0 - 1)2 - rx2ry2

1. At each xk position, starting from k = 0, for region 1.

If p2k < 0

xk+1  = x k  + 1

yk+1  = yk - 1

p2k+1 = p2k + 2ry2xk+1 + ry2

else

xk+1  = xk

yk+1  = yk  - 1

p2k+1 = p2k + 2ry2xk+1 – 2rx2yk+1 + ry2

1. Determine the symmetry points in the other remaining quadrants.
2. Move each calculated pixel position (x, y) onto the elliptical path centered on (xc, yc) & plot the coordinates values

x = x + xc

y = y + yc

1. Repeat the steps for region 2 until y < 0.
2. Stop

**Source Code:**

// Midpoint Ellipse Drawing Algorithm to draw an ellipse.

#include <stdio.h>

#include <graphics.h>

void drawEllipsePoints(int xc, int yc, int x, int y) {

putpixel(xc + x, yc + y, WHITE);

putpixel(xc - x, yc + y, WHITE);

putpixel(xc + x, yc - y, WHITE);

putpixel(xc - x, yc - y, WHITE);

}

void midpointEllipse(int xc, int yc, int rx, int ry) {

int x = 0;

int y = ry;

// Initial decision parameter of region 1

long long rxSq = (long long)rx \* rx;

long long rySq = (long long)ry \* ry;

long long twoRxSq = 2 \* rxSq;

long long twoRySq = 2 \* rySq;

long long px = 0;

long long py = twoRxSq \* y;

// Region 1

long long p = rySq - (rxSq \* ry) + (0.25 \* rxSq);

while (px < py) {

drawEllipsePoints(xc, yc, x, y);

x++;

px += twoRySq;

if (p < 0) {

p += rySq + px;

} else {

y--;

py -= twoRxSq;

p += rySq + px - py;

}

delay(20);

}

// Region 2

p = rySq \* (x + 0.5) \* (x + 0.5) + rxSq \* (y - 1) \* (y - 1) - rxSq \* rySq;

while (y >= 0) {

drawEllipsePoints(xc, yc, x, y);

y--;

py -= twoRxSq;

if (p > 0) {

p += rxSq - py;

} else {

x++;

px += twoRySq;

p += rxSq - py + px;

}

delay(20);

}

}

int main() {

int gd = DETECT, gm;

initgraph(&gd, &gm, NULL);

int xc, yc, rx, ry;

printf("Created by Kushal Shah\nMid-Point Ellipse Drawing Algorithm\n");

printf("Enter center of the ellipse (xc yc): ");

scanf("%d %d", &xc, &yc);

printf("Enter radius along x-axis (rx): ");

scanf("%d", &rx);

printf("Enter radius along y-axis (ry): ");

scanf("%d", &ry);

outtextxy(20, 20, "Kushal Shah");

midpointEllipse(xc, yc, rx, ry);

delay(50000);

closegraph();

return 0;

}

**Output:**

![](data:image/png;base64,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)

Figure 1: Inserting center and radius of the ellipse.
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Figure 2: Drawing ellipse using MEDA

**Discussion**:

The Midpoint Ellipse Drawing Algorithm is an efficient method for rasterizing ellipses in computer graphics. By leveraging the symmetry of ellipses, the algorithm computes only one-quarter of the ellipse and mirrors the results to the other quadrants, significantly reducing the number of calculations required. This approach not only simplifies the implementation but also enhances performance, making it suitable for real-time applications where computational resources are limited.

The algorithm operates using integer arithmetic, which minimizes rounding errors and improves efficiency. It employs an incremental decision parameter to determine the next pixel to illuminate, allowing for smooth transitions along the ellipse's perimeter. However, while the algorithm excels in rendering smooth ellipses, it may struggle with precision in lower resolutions, potentially leading to a pixelated appearance. Overall, the Midpoint Ellipse Drawing Algorithm remains a fundamental technique in computer graphics, balancing simplicity and efficiency in ellipse rendering.

**Conclusion**:

The Midpoint Ellipse Drawing Algorithm is a robust technique for ellipse rendering in computer graphics. By utilizing symmetry and decision parameters, it efficiently computes pixel locations, minimizing computational load while ensuring visual accuracy. This algorithm is foundational in graphical applications, providing a reliable method for ellipse generation across various digital platforms. Its efficiency makes it suitable for real-time applications where performance is critical. The implementation stages outlined provide a clear pathway for effective coding and application of the algorithm in graphics programming.